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CHAPTER 1 

Introduction 

The work presented here investigates the problem of automatically reverse 

engineering method stereotypes.  Stereotypes widely recognized by the development and 

maintenance communities include constructor, destructor, accessor, predicate, and 

mutator.  These are decades old terms that are commonly used.  A constructor is a method 

for initializing an object of a class; destructor is a method for destroying an object (cleaning 

up the memory) when the object goes out of scope.  An accessor is a method used to read 

the members of a class and it returns the current state of an object but does not change it.  

A common use for accessors is to test for truth or falsity of a condition and such methods 

are called predicates.  A mutator is a method used to modify members of a class, to change 

the state of an object.   

However, very few software systems have this information explicitly documented 

in the source code and while this may be simple to do manually for a small number of 

methods it is very costly to do for an entire (large) system.  We feel method stereotype 

information forms the basis for supporting more sophisticated types of design recovery and 

program comprehension.  Given accurate information about method stereotypes, several 

things can be deduced/inferred in the context of a class or interacting classes.  For instance, 

determining method stereotypes is the first step in identifying the stereotype of a class, say 

boundary, entity, or control.  Knowing class stereotypes allows us to determine 
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architectural importance for automated layout of class diagrams or architectural level 

understanding.   

Additionally, stereotype information can support more precise calculation of 

metrics.  For example, it is well known that LCOM [Chidamber and Kemerer 1994] metrics 

are biased by certain types of methods (e.g., accessors and constructors).  One can develop 

metrics that take this information into account.  Good method abstraction is typically a 

requirement for good object abstraction.  As such, metrics to assess how object oriented a 

class or system is based on method stereotypes is a reasonable objective.  Other metrics 

that deal with change can also be envisioned.  Changes in a method’s stereotype due to 

modification may indicate major design changes to the class rather than a simple fix.  

A number of studies [Staron et al. 2006; Genero et al. 2008; Ricca et al. 2010; 

Andriyevska et al. 2005; Yusuf et al. 2007; Sharif and Maletic 2009] demonstrate the 

benefits of using stereotypes, which reflect semantics, in program comprehension, design, 

and software maintenance tasks.  Using class stereotype information [Andriyevska et al. 

2005; Yusuf et al. 2007; Sharif and Maletic 2009] as a factor in laying out UML class 

diagrams has shown to improve the comprehensibility of the diagram.  Staron et al. [Staron 

et al. 2006] show the effectiveness of class stereotypes based on domain model in program 

comprehension. 

1.1 Motivation 

Currently there are no general tools usable for automatically identifying method 

stereotypes.  There are two research prototype tools that are difficult to use or limited in 

functionality.  The first tool [Dragan et al. 2006] does not take into account all class 
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information and is limited in the static analysis it conducts.  The other tool is language 

specific (Java) [Moreno and Marcus 2012].   

The work presented here aims to be more language independent and conduct more 

complex static analysis of a given class declaration and definition.  This will support a 

more accurate calculation of a method’s stereotype.   

1.2 Problem Statement 

The goal is to build a tool that takes in header (.hpp) and implementation (.cpp) 

files of a class, and assign each method a stereotype, based on the work of Dragan [Dragan 

et al. 2006]. The .hpp and .cpp files are translated into srcML (source code markup 

language) and combined in an XML file called an archive. The stereotypes are stored in a 

symbol table (vector) until all the types have been given the chance to label methods. The 

archive is returned with the stereotypes as attributes on the function element (e.g., 

<function stereotype= “command collaborator”>. Also, a CSV file is created storing the 

method headers and its stereotype. 

1.3 Contribution 

The main contribution is the tool, called stereocode, that automatically identifies 

method stereotypes.  Stereocode relies on srcML for evaluation of xpath expressions and 

for the input of archive files.  The tool is evaluated and compared to a previous research 

prototype.  Stereocode will be available on GitHub and licensed as an open-source 

software.   
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1.4 Organization of the Thesis 

This work is organized as follows: CHAPTER 2 includes background information 

on stereotypes and srcML and related work. CHAPTER 3 provides a detailed description 

of how the tool determines the correct stereotype for each method. CHAPTER 4 discusses 

the evaluation of the tool on the open-source system HippoDraw, comparing a research 

prototype from a related work vs stereocode 1.0. CHAPTER 5 talks about future work and 

conclusions. 
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CHAPTER 2 

Background and Related Work 

In this chapter, we discuss the taxonomy of method stereotypes, background on 

srcML and related work. 

2.1 Background on Stereotypes 

Method stereotypes are beneficial in more ways than one. The small picture is that 

method stereotypes help achieve more precise calculation of metrics. The work has now 

grown into a means to classify entire software systems and categorize changes during 

software evolution [Dragan 2011].  

A taxonomy of method stereotypes is presented by Dragan [Dragan et al. 2006].  

This work categorizes stereotypes into three main groups based on the method’s purpose. 

The structural methods include accessors and mutators. These methods are responsible for 

accessing and changing the state of the object they are a part of. The collaborational 

methods communicate with other objects, e.g., using a pointer to the object in parameter or 

local variable. This includes collaborational-accessors, collaborational-mutators, and 

controllers. The creational types are responsible for creating and destroying objects, and 

the degenerate methods label unfinished and other code-smell methods.  

The accessor methods are read-only, meaning that they do not change the value of 

any data members. The stereotypes under this category are get, predicate, property and void 

accessor. The get type returns data members of the class and are usually simple one-line 

methods. The predicate stereotype returns a Boolean based on information (i.e., data 
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member’s values) of the class. Boolean data members that are returned will be labeled as 

a get rather than predicate. Property methods, like predicates, return information calculated 

based on the values of data members. This stereotype returns values that are not bool or 

void. Lastly, the void accessor methods return information using a parameter. These 

methods have a return type of void and should have a pass by reference parameter that is 

assigned a value. 

The mutator stereotypes are the ones that make changes to data members. The types 

in this category are set and command. The set stereotype is the simpler of the two. This 

type sets the value of data members only once. Multiple changes to the same data member 

or more than one change to different data members would not count for this stereotype. 

Setters must return a Boolean or void. The command stereotype is for more complex 

changes to the class, for example changing multiple data members. The exact cases in 

which the command stereotype can be applied is covered in Ch 3. Command methods that 

do not return a Boolean or void are labeled non-void-command. 

The collaborational stereotypes signify methods that interact with other objects. 

The primary types under this category are the collaborator-accessors and collaborator-

command. Collaborator-accessors include collaborational-predicate, collaborational-

property and collaborational-void-accessor. These are methods that, despite being const, 

do not access the state of the object they belong to. Similarly, the collaborational-command 

does not change the state of the object it is a part of, even though it is not const. A secondary 

type of collaborator is given to any method that uses an object, either as a local variable, 
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parameter or return type. Controller is the name given to methods that can only be labeled 

as collaborators. 

Creational methods are responsible for creating and destroying objects. The 

stereotypes under this category are factory, copy-constructor, constructors and destructors. 

Constructors, including the copy-constructor, and destructors have very specific syntax 

making them easy to identify. In srcML they are even given special constructor and 

destructor tags, and for these reasons they are not included in the stereocode tool. Factory 

is included, however, and its purpose is to create objects and return them. A common 

implementation of a factory is the singleton pattern. 

The degenerate category is one where the unimplemented methods belong. This 

category includes empty, stateless (formerly named pure stateless), and wrapper (renamed 

from stateless). The empty stereotype is for methods that contain no statements, and this 

shows methods that are not finished. The stateless stereotype is for methods that do access 

or change the state of the object. Similarly, the wrapper type does not change or access the 

object’s state, but its purpose is to call another method. A table containing a summary of 

the stereotypes and a short description in included below. 
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Stereotype 

Category 
Stereotype Description 

Structural 

Accessor 

 get Returns a data member. 

B
eh

a
v
io

ra
l 

predicate 
Returns Boolean value which 

is not a data member. 

property 
Returns information about data 

members. 

void-accessor 
Returns information through a 

parameter.  

Structural 

Mutator 

 set Sets a data member. 

B
eh

a
v
io

ra
l 

command 

Performs a complex change to 

the object’s state. 

non-void-command 

Creational 

constructor, copy-constructor, 

destructor, 

factory 

Creates and/or destroys 

objects. 

Collaborational 

collaborator 

Works with objects 

(parameter, local variable and 

return object). 

controller, collaborational-

accessors, collaborational-

command 

Changes only an external 

object’s state (not this). 

Degenerate 

wrapper Does not read/change the 

object’s state. stateless 

empty Has no statements. 

Table 1. Taxonomy of Stereotypes 

 



 

 9 

2.2 Background on srcML 

SrcML is an XML format that represents source code marked with tags that contain 

information from the abstract syntax tree [Collard et al. 2011; Collard et al. 2003; Maletic 

et al. 2002]. There is also a tool with the same name to convert source code into the srcML 

format. The source code’s text is preserved so the srcML can be transformed back to the 

original code without losing any information. An example of a srcML file is shown below 

in figure 1. Each source code file is wrapped in a tag called unit. Multiple source code files 

can be combined into one XML file called an archive, meaning an archive can contain 

more than one unit. SrcML currently supports C/C++/C# and java. 

 

 

Figure 1. Example of srcML 
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The srcML toolkit also provides a way to select parts the srcML by evaluating xpath 

queries. This is done using the libsrcml library, a C++ library that includes functions to 

convert files to and from srcML and many other helpful functions dealing with srcML 

archives and units. 

2.3 Related Work on Stereotypes 

Fowler [Fowler 2000] classifies methods at the design level (i.e., UML class) and 

concentrates on the object’s state. He gives the categories, getting, setting, query 

(accessor), and modifier or command (mutator). However, there is not distinction within 

the accessor and mutator groups. 

Stroustrup [Stroustrup 2000]classifies methods the aim to help developers design 

class interfaces in C++. His classification includes inspector (accessor), modifier (mutator), 

conversion (produces an object of a different type based on the applied object). Several 

well-known programming and data structure textbooks have similar categories [Deitel and 

Deitel 2001; Savitch 1999; Tremblay and Cheston 2001; Weiss 1999]. Additionally, Deitel 

presents predicate and utility (or helper) methods. Predicates test whether a condition is 

true or false and utility methods are used by other methods and are not a part of the class 

interface. Template and hook methods are proposed [Gamma et al. 1995] to describe the 

behavior of methods within a class hierarchy. Template methods perform self-calls to 

abstract methods and hook methods are designed to be overridden in child classes. These 

approaches assume a forward engineering approach, relying on developers to document 

the stereotypes as methods are being written and this information must be maintained. 
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Other work uses stereotypes to solve problems. Workman [Workman 2002] 

proposes a method taxonomy for class categorization in Java to detect plagiarism. Some 

use of the collaboration between methods is considered but no means for identification is 

given. Clarke et al. [Clarke et al. 2003] present a taxonomy of classes for the identification 

of changes in object-oriented software. They consider properties and features of the class 

based on the inheritance hierarchy and types of data associated with the class. Other types 

of collaboration between classes and collaboration on the method level are not considered. 

Visualization approaches to support method and class understanding are proposed 

in [Arevalo et al. 2003] and  [Lanza and Ducasse 2001]. Arevalo et al. propose Xray views 

which groups methods based on state usage (state access), external/internal calls (self and 

super calls) and behavioral skeleton (client access) using concept analysis. This approach 

considers collaboration between groups of methods and data members in a single class in 

terms of direct or indirect accessors. However, no differentiation is done on whether the 

method reads or updates the data members. Lanza and Ducasse [Lanza and Ducasse 2001] 

consider categorization of classes based on a visual representation (blueprint) of the class 

as an attribute layer and a set of four method layers: initialization, interface, 

implementation and accessor. This approach provides semantic information on the method 

level, but collaborations between classes is limited to the generalization relationship. 

Stereotypes are also used as a powerful tool in UML [Gogolla and Henderson-

Sellers 2002]. They are used to emulate metamodel extensions and to support classification 

of objects in terms of assigning them certain features and properties[Atkinson et al. 2002].  
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Dragan et al. discuss the meaning of method stereotypes in more detail and the 

process they used to label methods in an earlier work [Dragan et al. 2006]. They outlined 

the first formal, in-depth study on method stereotypes, examined all the existing literature 

and described the taxonomy of method stereotypes. Also, a tool is presented, called 

stereocode, to automatically label methods by adding a comment above the method 

prototype with its stereotype. This tool is used as an inspiration for the one being presented 

in this thesis, and results are compared between these tools in chapter 4. This tool will be 

referred to as the research prototype from this point on.  

Dragan and collogues expand on their method stereotypes in another paper [Dragan 

et al. 2010]. This paper introduces the tool to automatically identify class stereotypes based 

on the distribution of method stereotypes. The amount and types of method stereotypes 

determine which class stereotype is most appropriate for the class. They also show an 

updated taxonomy of method stereotypes, including incidental, empty, void accessor, 

controller and non-void command methods. Incidental was later renamed to pure stateless 

and is now called stateless. 

Laura Moreno and Andrian Marcus have a tool to automatically identify java 

stereotypes called JStereocode [Moreno and Marcus 2012]. The tool works as a plug in for 

Eclipse and inserts comments for the method and class stereotypes. Additionally, they 

generate reports both at the class level for the methods and at the project level for the 

classes. The method stereotype taxonomy they present is very similar, they add two 

stereotypes to the previous taxonomy. Abstract methods which they define as methods that 

have no body. This is different from empty but still part of the degenerate category. Local 
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controller they define as a method that provides control logic using only local methods. 

This belongs to the collaborational category. The other method stereotypes are the same as 

previous taxonomy. 

Dragan and collogues show some practical uses of stereotypes. Alhindawi explains 

that enhancing the source code with method stereotypes improves an information retrieval 

method called Latent Semantic Indexing, and this approach decreases the total effort a 

developer uses to locate features of the code [Alhindawi et al. 2013]. Dragan uses 

stereotypes to help categorize commit messages [Dragan et al. 2011]. This helps developers 

gain a better understanding of design changes over the lifetime of the project and aid in the 

documentation of commit messages. Stereotypes can also be used to automatically generate 

natural language summaries of C++ methods, as Abid describes [Abid et al. 2015]. Moreno 

et al. show this for java classes [Moreno et al. 2013]. This helps developers understand the 

code in times of missing or insufficient documentation. Decker et al. use changes in 

stereotypes to locate changes that are detrimental to the design of the system [M. J. Decker 

et al. 2018]. This can act as an alarm system notifying developers when the design of the 

system is hurt, and which change has likely caused it.
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CHAPTER 3 

Stereocode Development and Architecture 

In this chapter, we discuss the execution of stereocode, specifically how methods 

are assigned a stereotype. Section 3.1 describes the information that is gathered to identify 

methods and stored in a class. Section 3.2 details the process of assigning the methods a 

stereotype. Section 3.3 outlines how the assigned stereotypes are written to a srcML archive 

and a csv file. 

Figure 2 shows the high-level architecture for stereocode. Source code files are 

translated to srcML format before stereocode is run. For each class, a header and an 

implementation file translate to a single archive. The first unit of the archive is assumed to 

be the header file and the next unit is the implementation file. Stereocode takes the archive 

file or file containing a list of archives and creates a new archive for each existing one that 

contains the methods labeled with their stereotype as an attribute to the function tag (e.g., 

<function stereotype= “predicate”>). In addition, stereocode generates a report (CSV file) 

of method headers, the input file path, and the assigned stereotype. 
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Figure 2. High-level architecture 

Figure 3 below shows a more in-depth look at how stereocode works. First, the 

srcML archive is read and split into the header and implementation units. Then, xpath 

expressions are used to collect the necessary information from the files. Next, stereotypes 

are assigned to methods starting with accessor types, then mutator, factory, degenerate, and 

collaborator. After that is finished the report and output archive(s) are generated.  
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Figure 3. Stereocode flow chart 

 

3.1 Preprocessing 

Before the stereotypes are assigned to the methods, information is collected from 

the srcML archive that contains header and implementation files of one class given as input 

to stereocode. The header file is the first srcML unit of the archive and the implementation 

unit follows. Using libsrcml, xpath expressions can be defined and applied to the srcML 

units to select desired parts of the class or function. Using this approach, aspects of the 

class and functions can be easily obtained, for example, the data members (names and 

types) in the class definition or return expressions of a particular function. Xpath 
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expressions to find data member names and return expressions are shown in the figure 

below. 

 

Figure 4. Example Xpath Expressions 

  

Figure 4 shows xpath expressions. Line 1 is the expression to select data member 

names, and line 4-10 shows the expression to find return expressions that are candidates 

for the get stereotype. The values method_names[i], return_types[i], parameter_lists[i] 

and specifiers[i] are for a specific method. These are used to ensure the correct method is 

selected. 

The information that is stored in a class is, class name, parent class name, if there 

is one, attribute names, attribute types, method information. The method information, that 

is stored for later identification of methods, includes return type, name, parameter list, and 

specifier. A list of data types that will not be considered collaboration types are also 

collected in the preprocessing step. These data types are provided in a file and may be 

added to by users. After all the information is collected the stereotypes can be assigned to 

methods starting with the get stereotype. 
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3.2 Stereotype Assignment 

In order to label a method as a get, it must have at least one return expression that 

contains a data member. In order to determine if a method returns a data member, the return 

expressions must be collected. Return expressions with one element or two elements and 

the first element is a pointer operator are collected in order to better eliminate cases where 

the return expression cannot be a data member. Once return expressions are collected, they 

are compared with a list of data members collected from the class definition in the header 

unit of the archive. If a match is found the method is flagged that it returns a data member. 

In the case where none of the return expressions collected are matched with the list data 

members, the return expression is checked if it might be an inherited data member. An 

expression is an inherited data member if it does not contain an operator, is not true, false, 

or a literal, and is not a local variable or parameter. If any return expression is found to be 

an inherited data member, it is added to the list of attributes only if the class has a parent 

class. Classes without parent classes should not be inheriting any data members. The 

method is flagged as returning a data member if it contains a return expression that is an 

attribute or inherited attribute. Any method flagged as returning a data member will either 

be labeled as a get for const methods, or a non-const-get if the method is not const. 

3.2.1 Predicate Stereotype 

In order to label a method as a predicate the following must be true. The return type 

is Boolean, the method is const, and it does not return a data member. All the methods’ 

specifiers and return types are saved from the preprocessing step, and the methods that 
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return data members were identified when stereotyping the getters. Predicates must also 

use a data member in an expression or contain at least one pure call. 

Collaborational-predicate is a collaborator type that looks like a predicate, except 

it does not use data members and contains zero pure calls. A pure call is a call that is not 

static and is not a call for any method including constructors. In order to determine if a 

method uses data members, it either must include a call on a data member or the data 

member must be part of an expression. An xpath expression is applied that collects all 

expressions that are not below a throw statement, a catch statement, or part of a generic 

argument list (e.g., a vector argument). Expressions under a throw or catch statement are 

not considered part of normal execution of the method, and an expression under a generic 

argument list will always be a type so they are ignored. The names in those expressions are 

checked against the saved list of data members. Any names that do not appear to be data 

members are checked if they could be inherited data members, meaning they are not local 

variables or parameters. Inherited data members are treated as data members and added to 

the list of data members. In order to count the number of pure calls, another xpath 

expression is applied that collects all calls that do not follow the dot operator, the arrow 

operator or the new keyword. Calls that come after either the dot or arrow operator are 

considered real calls but not pure calls. Calls that follow the new keyword are constructor 

calls and do not count as a pure or real call. The dot operator and arrow operator may still 

be a part of the call that is collected, as well as the scope resolution operator for static calls. 

The count of the calls without these operators is the count of the pure calls of the method. 

Now that it is known if the method contains data members, and number of pure calls are 
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collected, the method may be labeled as a predicate or collaborational-predicate if 

appropriate.  

3.2.2 Property Stereotype 

The property stereotype is like predicate in that the same information about the 

methods is required for labeling. The return type of property methods cannot be void or 

Boolean, they must not return data members and they must be const. The differences 

between collaborational-property and property are the same as predicate and 

collaborational-predicate. The collaborational properties do not use data members and have 

zero pure calls in addition to property’s requirements for return type, specifier and not 

returning data members. Return types and all methods that return data members have 

already been collected, and the number of pure calls and data members used are found in 

the same way as they were with predicate. 

3.2.3 Void Accessor Stereotype 

Void accessor is the last of the accessor stereotypes to be labeled. Void accessors 

must have a return type of void and a const specifier. Void accessors have at least one 

parameter that was passed by non-const reference, and the parameter name that is assigned 

to, meaning that it precedes an equal sign. If a parameter passed by non-const reference 

cannot be found, or cannot be found before an equal sign, the method is assumed to be a 

void accessor if it meets all other requirements and is not another type of accessor. This is 

an accurate assumption because void accessor is the last of the accessors labeled. 
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3.2.4 Set Stereotype 

The set stereotype is the first mutator type to be labeled. The return type of set 

methods must be void or Boolean, the method cannot be const and the method must make 

only one change to data members. The return types and method specifiers are already saved 

so the number of changes to data members is calculated.  

For each method, counting the number of changes to data members is split into two 

parts, changes using an assignment operator and changes using an increment or decrement 

operator. For each assignment operator, including compound operators, an xpath 

expression finds all uses of the operator anywhere in the method and if any of the preceding 

names is a data member, then the count of changes for that method is incremented based 

on the results of the xpath. For the increment and decrement operators the same process 

applies, an xpath expression looks for all increment and decrement operators in the method, 

but the name of the variable may be before or after the operator so both places are checked. 

Operators that appear inside loops are be counted as two changes because any loop should 

execute multiple times. Therefore, the assignment, increment and decrement operators 

which are children of for or while loops are counted again. For both assignment and 

increment operators, names are checked against local variable names and parameters to see 

if they could be inherited data members.  

3.2.5 Command Stereotype 

The command stereotype is one of the most complicated stereotypes to label. In 

order to label a method as a command it must not be const and be one of the three following 

cases as shown in the figure below. Case one, highlighted in blue, is when the method 
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changes data members one time and the number of real calls is more than one. Case two, 

shown in red, is when the method changes zero data members and there is at least one pure 

call or there is at least one call on a data member. Case three, in green, is when there is 

more than one change to data members. Xpath queries are used to find the names of real 

calls and the number of pure calls. The names of the real calls along with the local variable 

and parameter names are used to determine if there is a call on a data member, keeping in 

mind the data member may be inherited. To find the calls on data members the calling 

object is separated from the rest of the call by string manipulation. The calling object is the 

name that appears before the dot or arrow operator, if it is a data member than it meets the 

condition for case two. For all three cases, command’s return type must be void or bool, 

otherwise the method will be labeled as non-void-command. Command may be a 

secondary stereotype as well. This only occurs when a method makes any number of 

changes to data members and is const. The purpose of this is to alert the user that the 

method should not have the command stereotype if it is an accessor.  
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Figure 5. Command flow chart 
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Methods that have the collaborational command stereotype are not const, and do 

not contain any changes to data members. Collaborational command does not overlap with 

command, so there are no pure calls and no calls on data members. Also, there must be at 

least one real call, or a parameter or local variable is changed. The types of calls that will 

count are ones that contain the dot or arrow operator where the calling object is not a data 

member or calls using the new operator. These real calls are found using an xpath query. 

Next, the parameter and local variable names are collected, each name is checked if it is to 

the left of an equal sign. This is done using an xpath query that finds the name anywhere 

in the method and returns the next element following it. If the next element contains only 

one equal symbol, then the condition of a parameter or local variable changed is met. 

Collaborational-command is then assigned to methods that are not const, have zero changes 

to data members, do not have pure calls, have no calls on data members, and contain one 

real call that is not a pure call or write to a parameter or local variable. This is illustrated 

in the figure below. 
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Figure 6. Collaborational-command flow chart 
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3.2.6 Collaborator Stereotype 

The collaborator stereotype labels methods that use classes of a different type.  

Collaborator is a secondary stereotype, meaning that methods will have another stereotype 

that is the primary. Methods that are found to be only a collaborator are labeled controller. 

In order to label a method as a collaborator it must have a non-primitive type as a parameter, 

local variable or return type. Also, methods that use data members that are non-primitive 

pointer types will be a collaborator. A list of the attribute names with non-primitive types 

is created by testing each attribute type. Attribute types were collected from the header file 

in the preprocessing step. Inherited attribute’s types are not collected so they are assumed 

to be standard types. Any method that uses an attribute in the list of non-primitive attributes 

will be labeled as a collaborator. Each method is tested with separate xpath queries to find 

non-primitive types in the local variables and parameters. Also, any non-primitive attribute 

found, with an additional query will set a flag to mark the method as a collaborator. Return 

types have already been collected so it is only checked if it is a primitive type. Classes 

cannot collaborate with themselves, so any type of the same class will not be counted 

towards collaboration. 

3.2.7 Factory Stereotype 

The factory stereotype is implemented as a special type of collaborator but belongs 

to the creational category. Factories must include a pointer to an object in their return type, 

and their return expression must be a local variable, a parameter, a data member or a call 

to another object’s constructor using the keyword new, illustrated in figure 7. For each 

method, all return expressions, local variable names and parameter names are collected. 
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Whether the method returns a data member has already been collected as well as return 

types. Flags are set for the return type containing a pointer operator and if the return type 

is not a primitive type. All the return expressions are checked against the names of local 

variable and parameter names, or if the expression contains the keyword new. Since all 

factories must contain a new keyword, it may not always be in the return expression. 

Another xpath is evaluated, and a flag is set if the method contains a call that uses the new 

keyword. Now all the flags to determine if the method is a factory are set. In order to be a 

factory, the flags that need to be true are, the method returns an object, the method returns 

a pointer, the method contains a new call, the method has a return expression that is one of 

the following, a local variable, a parameter, a new call, or a data member as shown in the 

figure below. 
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Figure 7. Factory flow chart 
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3.2.8 Empty Stereotype  

The empty stereotype is a very simple one if the method does not have any 

statements, it is empty. Empty methods signify methods that have not been implemented 

yet. An xpath is written to show the methods that do not have statements. The xpath query 

is tested against each method, if it gives one result the method is empty if there are no 

results the method is not empty. 

3.2.9 Wrapper and Stateless Stereotypes 

The wrapper and stateless methods are labeled at the same time because they are 

very similar. The wrapper and stateless methods are secondary and degenerate stereotype, 

meaning they are not usually the first stereotype applied to methods and do not use any 

data members. A method with the primary stereotype of stateless or wrapper would be an 

indication of a bed method. The wrapper type has one call of any kind while stateless has 

more than one. This means calls can include the new keyword or the dot or arrow operator. 

Whether Data members are used in the method is found using the same technique that 

collaborational-accessors used. 

3.3 Outputting the Results 

While the information is being collected for each specific stereotype, the methods’ 

stereotypes are stored as a vector of strings. After all the types have been given the chance 

to label the methods, all the methods should have a value for the stereotype. The next step 

is to label the function tag with an attribute called stereotype and insert the value of that 

function’s stereotype. This is done by selecting each method with an xpath query and 
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inserting the attribute with a libsrcml function. With the annotated archive, it is easy to take 

the information in the attribute of the function tag and redocument the code with the 

method’s stereotype. An optional report file containing all the method headers, their 

stereotypes and input file is created in csv format. With the report file you can better 

examine the stereotypes for the whole system.  
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CHAPTER 4 

Evaluation 

This chapter discusses the evaluation of stereocode. Section 4.1 outlines how 

stereocode is tested and compares the results to the research prototype. 

4.1 Results 

Stereocode is tested on an open-source tool called HippoDraw containing 214 files 

and classes that have 2539 methods. A few of the files are discarded because they do not 

correctly translate to srcML. HippoDraw is chosen as the system to test because the 

research prototype has been run on the system and the method stereotypes are available. In 

the analysis of the research prototype, Dragan takes a sample of 365 methods and 329 of 

the stereotypes are found to be good or very good by a developer with multiple years of 

industry experience [Dragan et al. 2006].  

Tables 2 and 3 above show the distribution of method stereotypes for HippoDraw 

found by stereocode. Every method is given a primary stereotype and zero or more 

secondary stereotypes. The controller stereotype is another name for collaborators that do 

not have any other primary stereotype. In 27 of the functions, the primary stereotype is 

stateless even though stateless is usually a secondary stereotype. In these cases, the tool is 

not able to label them with any other primary stereotype and should be a warning to the 

user that something may be off with that method (i.e., a possible code smell). Another 

warning to users is when command is a secondary stereotype. This occurs when methods 
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that are marked as const change a data member marked as mutable. Const methods should 

not be changing data members, so they are labeled with the secondary stereotype command 

to signal to the user the code smell in the method. 

 

Primary Stereotypes Count 

Get 198 

Non-const-get 44 

Predicate 64 

Collaborational-predicate 59 

Property 393 

Collaborational-property 78 

Voidaccessor 61 

Collaborational-voidaccessor 7 

Set 106 

Command 929 

Non-void-command 184 

Collaborational-command 159 

Controller 22 

Factory 148 

Empty 60 

Stateless 27 

Total Methods 2539 

Table 2. Distribution of primary stereotypes 

 

Secondary Stereotypes Count 

Command 31 

Stateless 132 

Collaborator 1667 

Wrapper 156 

Table 3. Distribution of secondary stereotypes 
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Figure 8. Reasons for differences in method stereotypes 

Using the research prototype’s stereotypes as a baseline, 563 methods are labeled 

differently and each of these methods were closely examined. All the methods that are 

differently stereotyped are found to be more accurate than the older version. The 

differences in stereotypes between the new tool and the old tool are shown above in Figure 

8.  

Many of the differences are the old tool labeling methods with multiple primary 

stereotypes and the new version picked one of them. For example, one method the old tool 

labeled as a property collaborator factory, and the new tool labeled it as a factory 

collaborator as shown in the figure below. This is due to the old tool labeling all methods 

with all stereotypes that apply when the new tool labels all methods with only one primary 

stereotype. This occurred in 180 methods. 
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Figure 9. Double primary method 

  

Where the two tools deferred the most was the methods’ secondary stereotypes. In 

282 of the methods, the secondary stereotypes are different. For example, the old tool labels 

a method command and the new tool correctly labels it command collaborator, as you can 

see in the figure below. The new tool adds secondary stereotypes in 276 of the methods 

and does not include a secondary stereotype in seven of the methods. The tool adds and 

removes secondary stereotypes in one method. Both tools label the methods with the same 

primary stereotype for all the methods where the secondary stereotype is different. Many 

of the differences in secondary stereotypes are the result of the tool adding the collaborator 
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stereotype. Often, this occurs because the new tool is checking for attributes in the header 

file that are objects. If those attribute objects are used the method, it will be labeled a 

collaborator. 

 

Figure 10. Corrected collaborators 

Figure 10 shows two methods that use a data member that is an object. The data 

member m_rep appears in both methods and its declaration from the header file is shown 

on line 15. RepBase is another class in Hippodraw, so this data member is an object. 

Stereocode correctly labels setSelected and isSelected with command collaborator and 

predicate collaborator types respectively.  

In 53 of the methods the old tool did not give a stereotype, or the stereotype was 

given the unclassified label, and 54 methods were labeled with different primary 

stereotypes. 25 of methods with different primary stereotype were collaborational 
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command vs command and two were different in property vs collaborational property. This 

means both tools found the methods to be of a similar structure but could not agree on 

whether the methods used data members or contained a pure call. Since pure calls are easy 

to locate the issue is the data members. Examples of this non-agreement on data members 

and a more accurate primary stereotype are shown below in figures 11 and 12 respectively. 

 

Figure 11. Data member disagreement 

  In figure 11, the research prototype does not recognize any data members. 

However, stereocode looks at the header file and finds the data member s_colorMap. 
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Figure 12. More accurate primary stereotype 

In figure 12, the research prototype does not recognize the data members m_sum 

and m_sumsq. This results in the method being incorrectly labeled set instead of command. 

Both tools have labeled the same methods with many of the same stereotypes. Only 

22% of the methods have different stereotypes, 2% have different primary stereotypes, and 

of the ones that have different primary stereotypes half of them are only different because 

the tools disagree on if there are data members are used in the method. The unclassified 

methods are clearly an improvement because the new tool gave a stereotype when none 

was given before. The double primary methods are more accurate because each method 

only has one primary stereotype. The different secondary stereotypes were almost always 

adding information compared to the old tool. Each of the methods that have different 

primary stereotypes, and the new tool was found to be more accurate based on the rules 

described in chapter 3. For these reasons, we believe the new stereocode is an improvement 

on the old tool.
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CHAPTER 5 

Conclusions and Future Work 

In this thesis, the design and implementation of stereocode is presented. This 

chapter includes possible plans for future work and closing statements. 

As shown in chapter 2 the stereocode has many uses. Chapter 3 describes the design 

and implementation of stereocode. Stereocode determines method stereotypes in one or 

more srcML archives. This is done by using xpath expressions to collect information from 

the header file (class definition) and implementation file (method definitions). Each 

method gets assigned a primary stereotype and zero or more secondary types. These are 

saved in a CSV file and returned in an annotated archive. After testing stereocode against 

a previous research prototype, the results show that stereocode is more accurate because of 

the information gathered from the header file. Stereocode will be freely available and open 

source on GitHub.     

5.1 Future Work  

There are several improvements and features yet to be implemented in the tool. For 

example, the tool can be tested to support Java and C#. The tool currently does not 

redocument the code with stereotypes but can be added as an option. Class stereotypes can 

also be found easily and would be a welcome addition. Another improvement is to collect 

the data members more accurately. While this tool is a step up from the old version by 

looking at the header files of the classes, inherited data members are still mostly 
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assumptions. To solve this, we would need to figure out or be given the inheritance 

hierarchy. If it is given, we can order the archive files to be processed in such a way that 

data members from all previous files are saved and able to be found in the subclasses. If 

the inheritance hierarchy isn’t given, then we would need to examine the names of the 

classes and parent classes from the header files in the preprocessing step. Additional 

processing is required to figure out which classes’ data members can appear in which 

subclasses. 
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